**Compiler**

**Exercises for Chapter 2**

# Exercises for Section 2.2

## 2.2.a

Consider the context-free grammar:

S -> S S + | S S \* | a

1. Show how the string aa+a\* can be generated by this grammar.
2. Construct a parse tree for this string.
3. What language does this grammar generate? Justify your answer.

### Answer

1. S -> S S *-> S S + S* -> a S + S *-> a a + S* -> a a + a \*
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## 2.2.b

What language is generated by the following grammars? In each case justify your answer.

1. S -> 0 S 1 | 0 1
2. S -> + S S | - S S | a
3. S -> S ( S ) S | ε
4. S -> a S b S | b S a S | ε
5. S -> a | S + S | S S | S \* | ( S )

### Answer

1. L = {0n1n | n>=1}
2. L = {Prefix expression consisting of plus and minus signs}
3. L = {Matched brackets of arbitrary arrangement and nesting, includes ε}
4. L = {String has the same amount of a and b, includes ε}
5. L = {Regular expressions used to describe regular languages}

## 2.2.c

Which of the grammars in Exercise 2.2.2 are ambiguous?

### Answer

1. No
2. No
3. Yes
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1. Yes

![](data:image/png;base64,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)

## 2.2.d

Construct unambiguous context-free grammars for each of the following languages. In each case show that your grammar is correct.

1. Arithmetic expressions in postfix notation.
2. Left-associative lists of identifiers separated by commas.
3. Right-associative lists of identifiers separated by commas.
4. Arithmetic expressions of integers and identifiers with the four binary operators +,

-, \*, /.

1. Add unary plus and minus to the arithmetic operators of 4.

### Answer

|  |
| --- |
| 1. E -> E E op | num      1. list -> list , id | id 2. list -> id , list | id      1. expr -> expr + term | expr - term | term term -> term \* factor | term / factor | factor   factor -> id | num | (expr)     1. expr -> expr + term | expr - term | term term -> term \* unary | term / unary | unary unary -> + factor | - factor | factor factor - > id | num | (expr) |

## 2.2.e

1. Show that all binary strings generated by the following grammar have values divisible by 3. Hint. Use induction on the number of nodes in a parse tree.

num -> 11 | 1001 | num 0 | num num

1. Does the grammar generate all binary strings with values divisible by 3?

### Answer

1. Proof

Any string derived from the grammar can be considered to be a sequence consisting of 11 and 1001, where each sequence element is possibly suffixed with a 0.

Let n be the set of positions where 11 is placed. 11 is said to be at position i if the first 1 in 11 is at position i, where i starts at 0 and grows from least significant to most significant bit.

Let m be the equivalent set for 1001.

The sum of any string produced by the grammar is:

sum

= Σn (21 + 20) *2 n + Σm (23 + 20)* 2m

= Σn 3 *2 n + Σm 9* 2m

This is clearly divisible by 3.

1. No. Consider the string "10101", which is divisible by 3, but cannot be derived from the grammar.

Readers seeking a more formal proof can read about it below:

**Proof**:

Every number divisible by 3 can be written in the form 3k. We will consider k > 0 (though it would be valid to consider k to be an arbitrary integer).

Note that every part of num(11, 1001 and 0) is divisible by 3, if the grammar could generate all the numbers divisible by 3, we can get a production for binary k from num's production:

|  |  |
| --- | --- |
| 3k = num -> 11 | 1001 | num 0 | num num k = num/3 -> 01 | 0011 | k 0 | k k k -> 01 | 0011 | k 0 | k k | |
| It is obvious that any value of k | that has more than 2 consecutive bits set to 1 can |

never be produced. This can be confirmed by the example given in the beginning:

10101 is 3\*7, hence, k = 7 = 111 in binary. Because 111 has more than 2 consecutive 1's in binary, the grammar will never produce 21.

## 2.2.6

Construct a context-free grammar for roman numerals.

**Note:** we just consider a subset of roman numerals which is less than 4k.

### Answer

[wikipedia: Roman\_numerals](http://en.wikipedia.org/wiki/Roman_numerals)

* via wikipedia, we can categorize the single roman numerals into 4 groups:

|  |  |
| --- | --- |
|  | I, II, III | I V | V, V I, V II, V III | I X |

then get the production:

|  |
| --- |
| digit -> smallDigit | I V | V smallDigit | I X smallDigit -> I | II | III | ε |

* and we can find a simple way to map roman to arabic numerals. For example:
  + XII => X, II => 10 + 2 => 12
  + CXCIX => C, XC, IX => 100 + 90 + 9 => 199
  + MDCCCLXXX => M, DCCC, LXXX => 1000 + 800 + 80 => 1880  via the upper two rules, we can derive the production:

romanNum -> thousand hundred ten digit thousand -> M | MM | MMM | ε

hundred -> smallHundred | C D | D smallHundred | C M smallHundred -> C | CC | CCC | ε ten -> smallTen | X L | L smallTen | X C smallTen -> X | XX | XXX | ε digit -> smallDigit | I V | V smallDigit | I X smallDigit -> I | II | III | ε

# Exercises for Section 2.3

## 2.3.a

Construct a syntax-directed translation scheme that translates arithmetic expressions from infix notation into prefix notation in which an operator appears before its operands; e.g. , -xy is the prefix notation for x - y. Give annotated parse trees for the inputs 9-5+2 and 9-5\*2.

### Answer

productions:

|  |
| --- |
| expr -> expr + term | expr - term | term term -> term \* factor | term / factor | factor factor -> digit | (expr) |

translation schemes:

|  |
| --- |
| expr -> {print("+")} expr + term | {print("-")} expr - term  | term  term -> {print("\*")} term \* factor | {print("/")} term / factor  | factor  factor -> digit {print(digit)}  | (expr) |

## 2.3.b

Construct a syntax-directed translation scheme that translates arithmetic expressions from postfix notation into infix notation. Give annotated parse trees for the inputs 952 *and 952*-.

### Answer

productions:

|  |
| --- |
| expr -> expr expr + | expr expr -  | expr expr \*  | expr expr /  | digit |

translation schemes:

|  |
| --- |
| expr -> expr {print("+")} expr + | expr {print("-")} expr -  | {print("(")} expr {print(")\*(")} expr {print(")")} \*  | {print("(")} expr {print(")/(")} expr {print(")")} / | digit {print(digit)} |

### Another reference answer

|  |
| --- |
| E -> {print("(")} E {print(op)} E {print(")"}} op | digit {print(digit)} |

## 2.3.c

Construct a syntax-directed translation scheme that translates integers into roman numerals.

### Answer

assistant function:

|  |
| --- |
| repeat(sign, times) // repeat('a',2) = 'aa' |

translation schemes:

|  |
| --- |
| num -> thousand hundred ten digit  { num.roman = thousand.roman || hundred.roman || ten.roman || digit.roman; print(num.roman)}  thousand -> low {thousand.roman = repeat('M', low.v)} hundred -> low {hundred.roman = repeat('C', low.v)}  | 4 {hundred.roman = 'CD'}  | high {hundred.roman = 'D' || repeat('X', high.v - 5)}  | 9 {hundred.roman = 'CM'}  ten -> low {ten.roman = repeat('X', low.v)}  | 4 {ten.roman = 'XL'}  | high {ten.roman = 'L' || repeat('X', high.v - 5)}  | 9 {ten.roman = 'XC'}  digit -> low {digit.roman = repeat('I', low.v)}  | 4 {digit.roman = 'IV'}  | high {digit.roman = 'V' || repeat('I', high.v - 5)}  | 9 {digit.roman = 'IX'} low -> 0 {low.v = 0} | 1 {low.v = 1}  | 2 {low.v = 2} | 3 {low.v = 3} high -> 5 {high.v = 5} | 6 {high.v = 6}  | 7 {high.v = 7}  | 8 {high.v = 8} |

|  |  |
| --- | --- |
| **2.3.d**  Construct a syntax-directed translation scheme that trans lates roman numerals into integers.  **Answer**  productions:  romanNum -> thousand hundred ten digit thousand -> M | MM | MMM | ε  hundred -> smallHundred | C D | D smallHundred | C M smallHundred -> C | CC | CCC | ε ten -> smallTen | X L | L smallTen | X C  smallTen -> X | XX | XXX | ε  digit -> smallDigit | I V | V smallDigit | I X  smallDigit -> I | II | III | ε translation schemes:  romanNum -> thousand hundred ten digit {romanNum.v = thousand.v || hundred.v || ten.v  || digit.v; print(romanNun.v)} thousand -> M {thousand.v = 1} | MM {thousand.v = 2}  | MMM {thousand.v = 3} | ε {thousand.v = 0}  hundred -> smallHundred {hundred.v = smallHundred.v}  | C D {hundred.v = smallHundred.v}  | D smallHundred {hundred.v = 5 + smallHundred.v}  | C M {hundred.v = 9} smallHundred -> C {smallHundred.v = 1} | CC {smallHundred.v = 2}  | CCC {smallHundred.v = 3} | ε {hundred.v = 0} ten -> smallTen {ten.v = smallTen.v}  | X L {ten.v = 4}  | L smallTen {ten.v = 5 + smallTen.v}  | X C {ten.v = 9} smallTen -> X {smallTen.v = 1} | XX {smallTen.v = 2}  | XXX {smallTen.v = 3} | ε {smallTen.v = 0}  digit -> smallDigit {digit.v = smallDigit.v}  | I V {digit.v = 4}  | V smallDigit {digit.v = 5 + smallDigit.v}  | I X {digit.v = 9} smallDigit -> I {smallDigit.v = 1} | II {smallDigit.v = 2}  | III {smallDigit.v = 3}  | ε {smallDigit.v = 0} | |
| **2.3.e**  Construct a syntax-directed translation scheme that translates postfix arithmetic expressions into equivalent prefix arithmetic expressions.  **Answer**  production:   |  | | --- | | expr -> expr expr op | digit |   translation scheme:   |  | | --- | | expr -> {print(op)} expr expr op | digit {print(digit)} |     **Exercises for Section 2.4**  **2.4.a**  Construct recursive-descent parsers, starting with the following grammars:   1. S -> + S S | - S S | a 2. S -> S ( S ) S | ε 3. S -> 0 S 1 | 0 1   **Answer**  See [2.4.1.1.c,](http://dragon-book.jcf94.com/book/ch02/2.4/2.4.1.1.c) [2.4.1.2.c,](http://dragon-book.jcf94.com/book/ch02/2.4/2.4.1.2.c) and [2.4.1.3.c](http://dragon-book.jcf94.com/book/ch02/2.4/2.4.1.3.c) for real implementations in C.   |  | | --- | | lookahead = nextTerminal();  }else{  throw new SyntaxException()  }  } |   1） S -> + S S | - S S | a   |  | | --- | | void S(){  switch(lookahead){ case "+": match("+"); S(); S(); break; case "-": match("-"); S(); S(); break; case "a": match("a"); break; default:  throw new SyntaxException();  } } void match(Terminal t){ if(lookahead = t){ |  1. S -> S ( S ) S | ε  |  | | --- | | void S(){  if(lookahead == "("){  match("("); S(); match(")"); S();  }  } |  1. S -> 0 S 1 | 0 1  |  | | --- | | void S(){  switch(lookahead){ case "0": match("0"); S(); match("1"); break; case "1":  // match(epsilon); break; default: throw new SyntaxException();  }  } | |